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# Введение

Стек (от англ. stack – стопка) — структура данных, представляющая из себя упорядоченный набор элементов, в которой добавление новых элементов и удаление существующих производится с одного конца, называемого вершиной стека. Притом первым из стека удаляется элемент, который был помещен туда последним, то есть в стеке реализуется принцип LIFO (англ. last in — first out, «последним пришёл — первым вышел»).

Иногда удобна структура, состоящая из нескольких стеков, занимающих общую память – мультистек.

Мультистек— структура данных, представляющая собой упорядоченный набор N стеков, фиксированного размера. Каждый отдельный стек организован по принципу LIFO (англ. last in — first out, «последним пришёл — первым вышел»). Стеки хранятся в памяти друг за другом единым блоком.

Цель данной лабораторной работы: реализация мультистека.

# Постановка задачи

Выполнение работы предполагает решение следующих задач:

1. Разработка и реализация вспомогательного класса стека – TNewStack.
2. Разработка и реализация класса мультистека – TMultiStack.
3. Создание класса для обработки исключений – MyException, которые могут возникнуть при выполнении различных операций.
4. Пример работы классa TMultiStack.
5. Реализация набор автоматических тестов с использованием Google C++ Testing Framework.

# Руководство пользователя

Рассмотрим пример использования класса TMultiStack.

При запуске программы создается мультистек под хранение целых чисел. Размером мультистека - 12 элементов, количество стеков в мультистеке - 3. Затем мультистек заполняется числами от 1 до 12: числа от 1 до 4 помещаются в первый стек, 5 – 8 во второй стек, 9 – 12 – в третий. На каждой итерации на экран выводится сообщение о добавлении числа в соответствующий стек. После того, как мультистек заполнен он выводится на консоль.

На следующем шаге программы из 1-го и 2-го стека в мультистеке извлекается по одному элементу. Полученный мультистек выводится на консоль.

Затем осуществляется попытка перепаковки мультистека путем добавления элемента «10» в 3-й стек. Полученный в результате перепаковки мультистек выводится на консоль. На этом работа программы прекращается.

# Руководство программиста

# *Описание структуры программы*

Программа состоит из следующих модулей:

* Модуль MultiStack. Содержит пример использования мультистека. Реализация в файле *main\_MultiStack.cpp.*
* Модуль MultiStackLib – статическая библиотека. Содержит файл *MultiStack.h*, в котором описан интерфейс и реализация шаблонного класса *TMultiStack* (2 конструктора и 8 методов), и *TNewStack.h*, в котором описан интерфейс и реализация шаблонного класса *TNewStack* (2 конструктора и 7 методов)
* Модуль MultiStackTest. Содержит 27 тестов, описанных в файле *MultiStackTest.cpp* и разработанных с помощью использования Google C++ Testing Framework.
* Модуль ExceptionLib – библиотека, содержащая класс исключений.

## ***Описание структур данных***

#### **Класс TNewStack**

Класс *TNewStack* является шаблонным классом. Он наследуется от класса *TStack* со спецификатором public. Внутри класса определены 2 конструктора и 7 методов со спецификатором доступа public:

* *TNewStack(int \_size, T\* \_mas)* - конструктор по умолчанию.
* *TNewStack(TNewStack<T>& A)* – конструктор копирования.
* int GetFreeMem() – получить количество свободных ячеек в стеке.
* *T Get()* – забрать элемент из стека.
* *void Push(T \_A)* – положить элемент в стек.
* *int GetSize()* – получить размер стека.
* *int GetTop()* - получить позицию вершины стека.
* *void SetMas(int \_size, T\* \_mas)* – преобразование массива *mas* размером *size* в стек.
* *void PrintNewStack()* – вывод стека на консоль.

***Класс TMultiStack***

Класс *TMultiStack* является шаблонным классом. Внутри класса определены 4 поля и 2 метода со спецификатором доступа protected:

* int size – размер мультистека.
* T\* mas – указатель на область память под хранение мультистека.
* int n – количество стеков в мультистеке.
* TNewStack<T>\*\* stackMas – массив указателей на начало каждого стека в мультистеке.
* int CountFree() – количество свободных элементов в мультистеке.
* void Repack(int \_n) – перепаковка стека, с увеличением свободной памяти в n-м стеке.

В публичной зоне описаны 2 конструктора 6 методов:

* TMStack(int \_n = 1, int \_size = 10) - конструктор по умолчанию.
* TMStack(TMStack &A) - конструктор копирования.
* int GetSize() – возвращает размер мультистека.
* void Set(int \_n, T \_elem); - положить в n-й стек элемент elem.
* T Get(int \_n) – взять элемент из n-го стека.
* bool IsFull(int \_n) – проверка на полноту n-го стека.
* bool IsEmpty(int \_n) – проверка на пустоту n-го стека.
* void PrintMStack() – вывод мультистека на консоль.

## ***Описание алгоритмов***

**Перепаковка мультистека.**

1. Вычисляется количество свободных ячеек во всем мультистеке.
2. Вычисляется количество свободных ячеек, которые содержатся в каждом элементе перепакованного мультистека. К переполненному стеку добавляются ячейки в количестве, равном остатку от деления свободных ячеек на количество стеков (помимо ячеек, добавленных ко всем стекам).
3. Создаются массивы указателей на стеки: новый старт и старый старт. Нулевые элементы указателей совпадают и указывают на начальные элементы мультистека.
4. Определяем новое начало каждого стека с учетом их нового размера.
5. Если новый индекс начала очередного стека меньше, чем индекс старого начала стека, то элементы копируются по порядку. Переход к пункту 7.
6. В противном случае перебираются значения элементов до тех пор, пока не выполнится условие 5. После этого копируем просмотренные элементы в обратном порядке.
7. После перепаковки всего мультистека освобождаем память от указателей на старое и новое начала.

# Заключение

В ходе выполнения лабораторной был произведен анализ задачи - установлено понятие мультистека. Была разработана библиотека MultiStackLib, содержащая шаблонный класс мультистека TMultiStack и вспомогательный класс TNewStack. В библиотеке реализованы методы работы с мультистеком описанные в разделе «Структуры данных».

Программная реализация стека на массиве была продемонстрирована на примере, описывающем основные методы класса TMultiStack.

Разработаны и доведены до успешного выполнения тесты, разработанные для данного программного проекта с использованием Google C++ Testing Framework.
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